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**Abstract**

Neural networks or connectionist models for parallel processing are not new. However, a resurgence of interest in the past half decade has occurred. In part, this is related to a better understanding of what are now referred to as hidden nodes. These algorithms are considered to be of marked value in pattern recognition problems. Because of that, we tested the ability of an early neural network model, ADAP, to forecast the onset of diabetes mellitus in a high risk population of Pima Indians. The algorithm's performance was analyzed using standard measures for clinical tests: sensitivity, specificity, and a receiver operating characteristic curve. The crossover point for sensitivity and specificity is 0.76. We are currently further examining these methods by comparing the ADAP results with those obtained from logistic regression and linear perceptron models using precisely the same training and forecasting sets. A description of the algorithm is included.
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**01 – Introduction**

**Problem Statement:**

Build a Machine Learning Model to accurately predict whether or not the patients in the dataset have diabetes or not using below attributes

Pregnancies

Number of times pregnant

Numeric

Glucose

Plasma glucose concentration a 2 hour in an oral glucose tolerance test

Numeric

BloodPressure

Diastolic blood pressure (mm Hg)

Numeric

SkinThickness

Triceps skin fold thickness (mm)

Numeric

Insulin

2-Hour serum insulin (mu U/ml)

Numeric

BMI

Body mass index (weight in kg/ (height in m)^2)

Numeric

DiabetesPedigreeFunction

Diabetes pedigree function

Numeric

Age

Age (years)

Numeric

**02-Dataset Description**

**Attributes:**

* Pregnancies (Number of times pregnant)
* Glucose (Plasma glucose concentration a 2 hour in an oral glucose tolerance test)
* BloodPressure (Diastolic blood pressure (mm Hg))
* SkinThickness (Triceps skin fold thickness (mm))
* Insulin (2-Hour serum insulin (mu U/ml))
* BMI (Body mass index (weight in kg/ (height in m) ^2))
* DiabetesPedigreeFunction (Diabetes pedigree function)
* Age (Age (years))

**03-Architecture of Problem Statement**

**Steps for solving problem:**

* Import required libraries
* Read the data from the database
* Correlate the data
* Split the data for training and testing
* Visualize data
* Transform the data into Normalised form or Standard Scaled Form
* Build Machine Learning model using suitable Regression or Classification techniques
* Evaluate the model and build Confusion matrix and find Classification report

**04-Machine Learning Model**

**Predicted values according to**

* Logistic Regression:

1 0 0 1 0 0 1 1 0 0 1 1 0 0 0 0 1 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0

0 0 1 0 0 0 1 1 0 0 0 0 0 0 0 1 0 0 0 0 1 0 0 1 0 0 1 1 1 1 0 0 0 0 0 0 1

1 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 1 0 0 1 1 0 0 0 0 0 1 0 0 0 0 1 0

0 1 0 1 1 0 1 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0 0 1 0 0 0 0 0 0

0 0 0 1 0 0

* K Nearest Neighbor:

1 0 0 1 0 0 1 1 1 0 1 0 0 0 0 0 1 0 0 0 0 0 0 0 0 1 0 0 0 1 0 0 1 0 0 0

0 0 1 0 0 1 1 1 0 0 0 0 0 0 0 1 1 0 0 0 1 0 0 1 1 0 1 1 1 1 0 1 0 0 1 0 1

1 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 1 1 0 0 0 0 1 0 0 0 1 0

0 1 1 0 1 0 1 0 1 0 1 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 1 0 0 1 0 0 0

0 0 0 0 0 0

* Support Vector Machine:

1 0 0 1 0 0 1 1 1 0 1 1 0 0 0 0 1 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0

0 0 1 0 0 0 1 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 1 1 1 1 0 0 0 0 0 0 1

1 0 0 1 0 0 0 0 0 0 0 0 0 1 1 0 0 0 0 0 1 0 0 1 1 0 0 0 0 0 1 0 0 0 0 1 0

0 1 1 0 1 0 1 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 1 0 0 0 0 0 0

0 0 0 0 0 0

* Decision Tree:

1 0 0 1 0 0 1 0 0 1 1 0 0 0 0 1 1 0 0 0 1 0 0 1 0 1 0 0 0 0 0 0 1 0 0 1 0

0 1 1 1 0 0 1 0 0 0 0 1 0 1 1 1 1 0 0 0 1 0 0 0 0 0 1 1 1 0 0 0 0 0 0 0 1

1 1 1 1 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 1 1 0 0 0 0 1 1 0 0 0 1 0

1 0 1 0 0 0 0 0 1 0 0 0 1 0 0 0 1 0 0 0 0 0 1 0 1 0 1 1 0 0 1 0 0 1 0 0 0

0 0 0 0 0 0

* Random Forest:

1 0 0 1 0 0 1 1 0 0 1 1 0 0 0 0 1 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 1 0 1 1

0 0 1 0 0 0 1 1 0 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1 1 0 1 1 0 1 0 1 0 0 0 0 1

1 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 1 0 0 0 0 1 0 0 0 0 1 1 0 1 0 0 0

0 1 1 1 1 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 1 0 1 1 0 0 1 0 0 1 0 0 0

0 0 0 0 0 0

**05-Results and Evaluation**

**Confusion Matrix:**

Logistic Regression:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVMAAAEGCAIAAABXauFnAAAAAXNSR0IArs4c6QAADlhJREFUeF7t3Q1sleUVwPF7S11p+SplLbAAK4Kdd8gKQ3RsFCqOsUkNeslYBkEcczWEZRBiZiAMqtvqpMqmJipdQkpcuq2dZciCE4i2xUhXrrJgt7uA5WNCLR+15cMC9uPuJSQkzt6WN/c8t++5z5+8IRXuPc95f+c+Oed9KOLz8QMBBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAX0C/hhTjkQKY4zA2wUF/E8IBiOUkEBRqatAfe4pv99dwB5XT3KVEy9GAAHTAhGfr/dLJAF2vggjQRAQE4hEfL1fIiux80UYCYKAmAA9X4ySQAgoEqDnKyoWqSIgJtAd8fV+iazEtC/CSBAExASY9sUoCYSAIgGmfUXFIlUExATo+WKUBEJAkQA9X1GxSBUBMQF6vhglgRBQJMDZvqJikSoCYgJM+2KUBEJAkQDTvqJikSoCYgL0fDFKAiGgSICer6hYpIqAmAAnfGKUBEJAkQDTvqJikSoCYgLsfDFKAiGgSCDac/62reG5eVXOJXIv/F09EUaCICAmEK3nL/1R4I3aoHOJrMTOF2EkCAJiApzti1ESCAFFApztKyoWqSIgJkDPF6MkEAKKBDjbV1QsUkVATICeL0ZJIAQUCdDzFRWLVBEQE6Dni1ESCAFFApztKyoWqSIgJsC0L0ZJIAQUCTDtKyoWqSIgJkDPF6MkEAKKBOj5iopFqgiICXDCJ0ZJIAQUCTDtKyoWqSIgJsC0L0ZJIAQUCdDzFRWLVBEQE6Dni1ESCAFFAvR8RcUiVQTEBDjbF6MkEAKKBJj2FRWLVBEQE2DaF6MkEAKKBOj5iopFqgiICdDzxSgJhIAiAXq+omKRKgJiAt3dvt4vkZX4lzZEGAmCgJgAPV+MkkAIKBLgOV9RsUgVATEBer4YJYEQUCTAzjdbrG3bThYU1M+fX19W9qGzUjh8cdGidxcsOBAMhg4dumB2baL3KvCzu+e8v2JDw4qNq+6+10IqvnvXYNEPH75UWdlUWTltx447q6tbjh9vLyk5unJl9o4d01etGl9S0mhwbUL3KjAp80s/+frMu37/VO7LvyzImTwxI8s2MJ7zDVa8sbE9N3doauqA5OSk6dPT9+w55/f7Pvmky1ny4sXOrKwUg2sTuleBQOaoupPHLnd2dEW6a04cfvD2KbaBMe0brHhOzqBQ6Hxra8fly121tR83N19dt27ipk2Ns2fvf/rpxjVrbjW4NqF7FWg40zTry7dlpA5KTb7lvomTxw7LsA0sPj3fHyPrli15paXh60EKCwPOFWPAuL29svKj8vJTaWkDJkxIGzhwQHd3xGn+8+Zl7tp1pqKiqaxMZavxPxE3P4MLLZ/6rZXT8y99evXfZ5uc5r/mjUqDi8UhdFGpq0Wqjxf2/vr8bHcBe4wW686PRPrI0tU998uLN28+OnJkivNzKDTT7/dHIpFp095+7728fkkmxkUTY+ffQPj1nAdOXmh9KVQTI0s/v93lzn/rWB976p7xAjvf3u/ha2n51PlANDVd2b37bEFBlvNsX1/f5vxKXV1bdnZqP39W7F4+M22IAzB26PBgYOofGw7YhhHtbP+18vCj91c5lwiIvT1/8eKDbW0dycn+tWsnzpgxPBRqKy7+oLMzkpKStHFjzh13XPvwqfuRGD2/9uHHRqQN6ujqWrP7L28e+4+6Kvx/wi57/t6jffT8b98q0PPt3fnqP0893UBi7PxEK43Lnb+nsY+dP3eCwM63d9pPtI8X95MoAvypXqJUkvtAwI1AfP5Uj57vpia8FgHzAvR888asgID3BPi+fe/VhIwQMC/AtG/emBUQ8J4A0773akJGCJgXoOebN2YFBLwnQM/3Xk3ICAHzApzwmTdmBQS8J8C0772akBEC5gWY9s0bswIC3hOg53uvJmSEgHkBer55Y1ZAwHsC9Hzv1YSMEDAvwNm+eWNWQMB7AvR879WEjBAwL8BzvnljVkDAewLsfO/VhIwQMC/AtG/emBUQ8J4APd97NSEjBMwLcLZv3pgVEPCeANO+92pCRgiYF2DaN2/MCgh4T4Ce772akBEC5gXo+eaNWQEB7wlwwue9mpARAuYFmPbNG7MCAt4TYNr3Xk3ICAHzAvR888asgID3BOj53qsJGSFgXoCeb96YFRDwngBn+96rCRkhYF6Aad+8MSsg4D0Bpn3v1YSMEDAvEK3nv709vGlZlXOJpJAkEoUgCCAgJRCt53/zgcBjZUHnElmInS/CSBAExAQ44ROjJBACigQ44VNULFJFQEyAEz4xSgIhoEiAnq+oWKSKgJgAPV+MkkAIKBJg5ysqFqkiICbA2b4YJYEQUCTAc76iYpEqAmIC7HwxSgIhoEiA53xFxSJVBMQE6PlilARCQJEAPV9RsUgVATGB+Jzt+2PMd/QzhTFG4O2CAtnpgsEIJSOw/5FSV4GKqvvYU0X57gL2uDp/V89VUXgxAsYFmPaNE7MAAh4U4ITPg0UhJQSMC9DzjROzAAIeFIjPCR/P+R4sPSlZLcC0b3X5uXlrBZj2rS09N261AD3f6vJz89YK0POtLT03brUAPd/q8nPz1gpwtm9t6blxqwWY9q0uPzdvrQDTvrWl58atFqDnW11+bt5aAXq+taXnxq0WoOdbXX5u3loBzvatLT03brUA077V5efmrRVg2re29Ny41QLsfKvLz81bK8C0b23puXGrBaKd8DW8Hq5cXeVcIjr8nzlEGAmCgJhAtJ4f+G4g+Nugc4msxM4XYSQIAmICPOeLURIIAUUCPOcrKhapIiAmQM8XoyQQAooE6PmKikWqCIgJ8N27YpQEQkCRANO+omKRKgJiAkz7YpQEQkCRAD1fUbFIFQExAXq+GCWBEFAkQM9XVCxSRUBMgLN9MUoCIaBIgGlfUbFIFQExAaZ9MUoCIaBIgJ6vqFikioCYAD1fjJJACCgS4IRPUbFIFQExAaZ9MUoCIaBIgGlfUbFIFQExAXq+GCWBEFAkQM9XVCxSRUBMgJ4vRkkgBBQJcLavqFikioCYANO+GCWBEFAkwM5XVCxSRUBMgOd8MUoCIaBIgJ6vqFikioCYQLfP1/slspKl/7rW5nkPHVpR8uayDdcRJ2WO2fnDx/csXf/6knVTRmWLyBLElUDWoOEvfG9N+cKiPwQ3Lpo0x3nvxIwxpfc//sqDGzbNXZl2y0BX0VS/mJ5vsHx/bti/5NXnbyywftbCzfv/NveVX5W889r6WTL/YqHB7BMxdFd31wv1lYtfLSrc+ZtgID87ffTamUtfPFC1dPuTNccPLpn8nUS86Z7vied8g7X+x6kjrVfabywQ8UWGpKQ6/zk0JfX0pfMGFyZ0FIGWyxcOt3zo/GZ7x9UTbR9lpqWPGzbyn81HnF850BTOz55qjxw9P3613vBWxS9mLQwVPuX8XLxve/wWZqXPCYwaPOK2EeP+dfbY0damvHG5zu/PGT8ta1CGPVT0/PjVelnu7I3VFXeWri2qrnSOAOK3MCt9ViA1OaX43kefq6to77hSvG/bwq/mb12wznnI7+zutIdKR89vrwuf+13V9cv5Wml5vj9pxq4jB53kdx5+lxO+/iriAH+Ss+13N9bXnLhWixPnT6/++3PLdxTvaaw/dfFsf2UV/3V1fPdu2jcCX1wdvH45X8efSWTF05faZozJcULNHHf7sbYzIjEJ4lZgXd5Dx9ua/9Sw9/obhw8c4vzs9/kfnnLf9nCt22h6Xx+fad8fI9DoZwpjjNAvb39x/o9njPlKRurgs+0Xnn1nZ2Nr85P3/MDpOVe7OtfuLX//zH/7JavYF81Ojz1G/0T42sgJLxf8/IOPT3Y7w67PtyX017HDspxDfudr52z/pZDiw5f9j5S6Ms3b2see2rfcXcAeV7d057uqhKIX6935ipDdpup258+MsvObq8PNNdceqC+dOOc2h8+/3tLv5IkdjggIGBKIdsI3cnYgd0PQuUTWZeeLMBIEATGB+Dzns/PFCkYgBEQEdJzti9wqQRBA4IaAjj/Pp2AIICArwLQv60k0BHQI0PN11IksEZAVoOfLehINAR0CnPDpqBNZIiArwLQv60k0BHQIMO3rqBNZIiArQM+X9SQaAjoE6Pk66kSWCMgK0PNlPYmGgA4BzvZ11IksEZAVYNqX9SQaAjoEmPZ11IksEZAVYOfLehINAR0CTPs66kSWCMgKsPNlPYmGgA4BzvZ11IksEZAV4Dlf1pNoCOgQYNrXUSeyREBWgJ4v60k0BHQI0PN11IksEZAV4IRP1pNoCOgQYNrXUSeyREBWgGlf1pNoCOgQoOfrqBNZIiArQM+X9SQaAjoE6Pk66kSWCMgKcLYv60k0BHQIMO3rqBNZIiArwLQv60k0BHQI0PN11IksEZAVoOfLehINAR0C9HwddSJLBGQFop3tX64Ln3++yrlElksSiUIQBBCQEog27X/hrsDgnwadS2Qhdr4II0EQEBNg2hejJBACigQ44VNULFJFQEyAni9GSSAEFAnw3buKikWqCIgJMO2LURIIAUUCTPuKikWqCIgJ0PPFKAmEgCIBer6iYpEqAmIC9HwxypsJ1F4XvpmX8Zq4CZyusbQinO3H7TN2bSF2fly5b2Kx07WW7nym/Zv4dPASBBJOID7TfsKxcUMIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCHxG4H8R5fRXxSIGOgAAAABJRU5ErkJggg==)

K nearest Neighbor
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Support Vector Machine
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Decision Tree

![](data:image/png;base64,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)

Random Forest Tree

![](data:image/png;base64,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)

**Classification Report:**

**Logistic Regression**

precision recall f1-score support

0 0.84 0.92 0.88 107

1 0.76 0.62 0.68 47

avg / total 0.82 0.82 0.82 154

**K Nearest Neighbor**

precision recall f1-score support

0 0.81 0.83 0.82 107

1 0.59 0.55 0.57 47

avg / total 0.74 0.75 0.74 154

**Support Vector Machine**

precision recall f1-score support

0 0.82 0.90 0.86 107

1 0.70 0.55 0.62 47

avg / total 0.78 0.79 0.78 154

**Decision tree**

precision recall f1-score support

0 0.83 0.83 0.83 107

1 0.62 0.62 0.62 47

avg / total 0.77 0.77 0.77 154

**Random Forest**

precision recall f1-score support

0 0.86 0.89 0.87 107

1 0.72 0.66 0.69 47

avg / total 0.81 0.82 0.82 154

**URL:**

<https://ibm-watson-ml.eu-gb.bluemix.net/v3/wml_instances/fc7e6a05-cdd3-465e-baac-000fe7bed127/published_models/a05a9a20-e747-4cdb-af70-ed0177f1191f/deployments/d0c3a6bb-eb39-4097-9fa2-fac8814a2d3d/online>

**WML Credentials:**

"username": "8ca38a68-61d6-446b-855d-5dd787f30be2",

"password": "e5050cc5-6071-447e-befc-7642e62ff10e",

"instance\_id": "fc7e6a05-cdd3-465e-baac-000fe7bed127",

"url": "https://ibm-watson-ml.eu-gb.bluemix.net"**06-Reference**

**Link:**

[**https://www.kaggle.com/ratnesh88/indian-diabetes-prediction/data**](https://www.kaggle.com/ratnesh88/indian-diabetes-prediction/data)

***Appendix***

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

get\_ipython().magic(u'matplotlib inline')

import seaborn as sns

plt.style.use('bmh')

import sys

import types

import pandas as pd

from botocore.client import Config

import ibm\_boto3

def \_\_iter\_\_(self): return 0

# @hidden\_cell

# The following code accesses a file in your IBM Cloud Object Storage. It includes your credentials.

# You might want to remove those credentials before you share your notebook.

client\_09c657f29b02424fa7490dd3b3e67651 = ibm\_boto3.client(service\_name='s3',

ibm\_api\_key\_id='W4VUcZtgE-Ec0Ub6jkoreyGspLNLwSXL\_Qfrlb\_JN5aX',

ibm\_auth\_endpoint="https://iam.eu-gb.bluemix.net/oidc/token",

config=Config(signature\_version='oauth'),

endpoint\_url='https://s3.eu-geo.objectstorage.service.networklayer.com')

body = client\_09c657f29b02424fa7490dd3b3e67651.get\_object(Bucket='teamb304kamal-donotdelete-pr-wou516kxtnupfb',Key='diabetes.csv')['Body']

# add missing \_\_iter\_\_ method, so pandas accepts body as file-like object

if not hasattr(body, "\_\_iter\_\_"): body.\_\_iter\_\_ = types.MethodType( \_\_iter\_\_, body )

df\_data\_1 = pd.read\_csv(body)

df\_data\_1.head()

df\_data\_1.info()

corr=df\_data\_1.corr()

plt.figure(figsize=(10,4))

sns.heatmap(corr,annot=True,cmap='summer')

plt.show()

x=df\_data\_1.iloc[:,:-1].values # Independant variables

y=df\_data\_1.iloc[:,-1].values #dependant variables

x.shape,y.shape

plt.figure(figsize=(15,6))

plt.boxplot(x,vert =False,labels=['Pregnancies','Glucose','Blood Pressure','Skin Thickness','Insulin','BMI','DPF','Age'],

patch\_artist=True)

plt.show()

from sklearn.preprocessing import StandardScaler,MinMaxScaler

sc=StandardScaler() #z-score

mms=MinMaxScaler() #(0-1)->normalisation

x\_sc =sc.fit\_transform(x)

x\_norm=mms.fit\_transform(x)

fig=plt.figure(figsize=(15,6))

plt.style.use('bmh')

# Without scaling

plt.boxplot(x,vert=False,labels=['Pregnancies','Glucose','Blood Pressure','Skin Thickness','Insulin','BMI','DPF','Age'],patch\_artist=True)

plt.title('Without Scaling')

plt.show()

# Normalisation

fig=plt.figure(figsize=(15,6))

plt.boxplot(x\_norm,vert=False,labels=['Pregnancies','Glucose','Blood Pressure','Skin Thickness','Insulin','BMI','DPF','Age'],patch\_artist=True)

plt.title('Normalisation(0-1)')

plt.show()

# Standard scaling

fig=plt.figure(figsize=(15,6))

plt.boxplot(x\_sc,vert=False,labels=['Pregnancies','Glucose','Blood Pressure','Skin Thickness','Insulin','BMI','DPF','Age'],patch\_artist=True)

plt.title('Standard Scaling(Z-score)')

plt.show()

from sklearn.cross\_validation import train\_test\_split

x\_train,x\_test,y\_train,y\_test=train\_test\_split(x\_sc,y,test\_size=0.2,random\_state=0)

x\_train.shape,y\_train.shape,x\_test.shape,y\_test.shape

from sklearn.linear\_model import LogisticRegression

from sklearn.neighbors import KNeighborsClassifier

from sklearn.svm import SVC

from sklearn.tree import DecisionTreeClassifier

from sklearn.ensemble import RandomForestClassifier

model\_log= LogisticRegression(C=10.0) # class

model\_knn= KNeighborsClassifier(n\_neighbors=3)

model\_svm= SVC(kernel='rbf')

model\_dt= DecisionTreeClassifier()

model\_rf= RandomForestClassifier(n\_estimators=100)

model\_log.fit(x\_train,y\_train)

model\_knn.fit(x\_train,y\_train)

model\_svm.fit(x\_train,y\_train)

model\_dt.fit(x\_train,y\_train)

model\_rf.fit(x\_train,y\_train)

print('Model trained successfully')

y\_pred\_log=model\_log.predict(x\_test)

y\_pred\_knn=model\_knn.predict(x\_test)

y\_pred\_svm=model\_svm.predict(x\_test)

y\_pred\_dt=model\_dt.predict(x\_test)

y\_pred\_rf=model\_rf.predict(x\_test)

from sklearn.metrics import confusion\_matrix,classification\_report

cm\_log= confusion\_matrix(y\_test,y\_pred\_log)

cm\_knn= confusion\_matrix(y\_test,y\_pred\_knn)

cm\_svm= confusion\_matrix(y\_test,y\_pred\_svm)

cm\_dt= confusion\_matrix(y\_test,y\_pred\_dt)

cm\_rf= confusion\_matrix(y\_test,y\_pred\_rf)

fig=plt.figure(figsize=(30,18))

plt.subplot(2,3,1)

sns.heatmap(cm\_log,annot=True,cmap='summer')

plt.title('Logistic Regression')

plt.subplot(2,3,2)

sns.heatmap(cm\_knn,annot=True,cmap='prism')

plt.title('K Nearest Neighbor ')

plt.subplot(2,3,3)

sns.heatmap(cm\_svm,annot=True,cmap='brg',)

plt.title('Support Vector Machine')

plt.subplot(2,3,4)

sns.heatmap(cm\_dt,annot=True,cmap='jet',)

plt.title('Decision Tree')

plt.subplot(2,3,5)

sns.heatmap(cm\_rf,annot=True,cmap='gnuplot',)

plt.title('Random Forest Tree')

plt.show()

cr\_log=classification\_report(y\_test,y\_pred\_log)

cr\_knn=classification\_report(y\_test,y\_pred\_knn)

cr\_svm=classification\_report(y\_test,y\_pred\_svm)

cr\_dt=classification\_report(y\_test,y\_pred\_dt)

cr\_rf=classification\_report(y\_test,y\_pred\_rf)

print("\*"\*20+'Logistic Regression'+"\*"\*20)

print(cr\_log)

print("\*"\*20+'K Nearest Neighbor'+"\*"\*20)

print(cr\_knn)

print("\*"\*20+'Support Vector Machine'+"\*"\*20)

print(cr\_svm)

print("\*"\*20+'Decision tree'+"\*"\*20)

print(cr\_dt)

print("\*"\*20+'Random Forest'+"\*"\*20)

print(cr\_rf)

from watson\_machine\_learning\_client import WatsonMachineLearningAPIClient

wml\_credentials ={

"username": "8ca38a68-61d6-446b-855d-5dd787f30be2",

"password": "e5050cc5-6071-447e-befc-7642e62ff10e",

"instance\_id": "fc7e6a05-cdd3-465e-baac-000fe7bed127",

"url": "https://ibm-watson-ml.eu-gb.bluemix.net"

}

client = WatsonMachineLearningAPIClient(wml\_credentials)

import json

instance\_details = client.service\_instance.get\_details()

published\_model = client.repository.store\_model(model=model\_log, meta\_props={'name':'Diabetes'},

training\_data=x\_train, training\_target=y\_train)

published\_model\_uid = client.repository.get\_model\_uid(published\_model)

model\_details = client.repository.get\_details(published\_model\_uid)

print(json.dumps(model\_details, indent=2))

models\_details = client.repository.list\_models()

loaded\_model = client.repository.load(published\_model\_uid)

test\_predictions = loaded\_model.predict(x\_test[:5])

print(test\_predictions)

# client.repository.delete(published\_model\_uid)

created\_deployment = client.deployments.create(published\_model\_uid, "Health")

scoring\_endpoint = client.deployments.get\_scoring\_url(created\_deployment)

print(scoring\_endpoint)

sc.mean\_

sc.var\_

x\_sc

import urllib3, requests, json

# retrieve your wml\_service\_credentials\_username, wml\_service\_credentials\_password, and wml\_service\_credentials\_url from the

# Service credentials associated with your IBM Cloud Watson Machine Learning Service instance

wml\_credentials ={

"username": "8ca38a68-61d6-446b-855d-5dd787f30be2",

"password": "e5050cc5-6071-447e-befc-7642e62ff10e",

"instance\_id": "fc7e6a05-cdd3-465e-baac-000fe7bed127",

"url": "https://ibm-watson-ml.eu-gb.bluemix.net"

}

import numpy as np

mean=np.array([ 3.84505208, 120.89453125, 69.10546875, 20.53645833,

79.79947917, 31.99257812, 0.4718763 , 33.24088542])

std=np.array([ 1.13392724e+01, 1.02091726e+03, 3.74159449e+02,

2.54141900e+02, 1.32638869e+04, 6.20790465e+01,

1.09635697e-01, 1.38122964e+02])

test=np.array([6,148,72,35,0,33,0.67,50])

z=(test-mean)/std

input\_values=list(z)

url\_model='https://ibm-watson-ml.eu-gb.bluemix.net/v3/wml\_instances/fc7e6a05-cdd3-465e-baac-000fe7bed127/published\_models/a05a9a20-e747-4cdb-af70-ed0177f1191f/deployments/d0c3a6bb-eb39-4097-9fa2-fac8814a2d3d/online'

headers = urllib3.util.make\_headers(basic\_auth='{username}:{password}'.format(username=wml\_credentials['username'], password=wml\_credentials['password']))

url = '{}/v3/identity/token'.format(wml\_credentials['url'])

response = requests.get(url, headers=headers)

mltoken = json.loads(response.text).get('token')

header = {'Content-Type': 'application/json', 'Authorization': 'Bearer ' + mltoken}

# NOTE: manually define and pass the array(s) of values to be scored in the next line

payload\_scoring = {"fields": ["f0", "f1", "f2", "f3","f4","f4","f5","f6","f7"], "values": [input\_values]}

response\_scoring = requests.post('https://ibm-watson-ml.eu-gb.bluemix.net/v3/wml\_instances/fc7e6a05-cdd3-465e-baac-000fe7bed127/published\_models/a05a9a20-e747-4cdb-af70-ed0177f1191f/deployments/d0c3a6bb-eb39-4097-9fa2-fac8814a2d3d/online', json=payload\_scoring, headers=header)

print("Scoring response")

print(json.loads(response\_scoring.text))